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**Задание:**

Задание лабораторной работы состоит из решения нескольких задач.

Файлы, содержащие решения отдельных задач, должны располагаться в пакете lab\_python\_fp. Решение каждой задачи должно раполагаться в отдельном файле.

При запуске каждого файла выдаются тестовые результаты выполнения соответствующего задания.

**Задача 1 (файл field.py)**

Необходимо реализовать генератор field. Генератор field последовательно выдает значения ключей словаря. Пример:

goods = [

{'title': 'Ковер', 'price': 2000, 'color': 'green'},

{'title': 'Диван для отдыха', 'color': 'black'}

]

field(goods, 'title') должен выдавать 'Ковер', 'Диван для отдыха'

field(goods, 'title', 'price') должен выдавать {'title': 'Ковер', 'price': 2000}, {'title': 'Диван для отдыха'}

* В качестве первого аргумента генератор принимает список словарей, дальше через \*args генератор принимает неограниченное количествово аргументов.
* Если передан один аргумент, генератор последовательно выдает только значения полей, если значение поля равно None, то элемент пропускается.
* Если передано несколько аргументов, то последовательно выдаются словари, содержащие данные элементы. Если поле равно None, то оно пропускается. Если все поля содержат значения None, то пропускается элемент целиком.

Шаблон для реализации генератора:

# Пример:

# goods = [

# {'title': 'Ковер', 'price': 2000, 'color': 'green'},

# {'title': 'Диван для отдыха', 'price': 5300, 'color': 'black'}

# ]

# field(goods, 'title') должен выдавать 'Ковер', 'Диван для отдыха'

# field(goods, 'title', 'price') должен выдавать {'title': 'Ковер', 'price': 2000}, {'title': 'Диван для отдыха', 'price': 5300}

def field(items, \*args):

assert len(args) > 0

# Необходимо реализовать генератор

**Задача 2 (файл gen\_random.py)**

Необходимо реализовать генератор gen\_random(количество, минимум, максимум), который последовательно выдает заданное количество случайных чисел в заданном диапазоне от минимума до максимума, включая границы диапазона. Пример:

gen\_random(5, 1, 3) должен выдать 5 случайных чисел в диапазоне от 1 до 3, например 2, 2, 3, 2, 1

Шаблон для реализации генератора:

# Пример:

# gen\_random(5, 1, 3) должен выдать выдать 5 случайных чисел

# в диапазоне от 1 до 3, например 2, 2, 3, 2, 1

# Hint: типовая реализация занимает 2 строки

def gen\_random(num\_count, begin, end):

pass

# Необходимо реализовать генератор

**Задача 3 (файл unique.py)**

* Необходимо реализовать итератор Unique(данные), который принимает на вход массив или генератор и итерируется по элементам, пропуская дубликаты.
* Конструктор итератора также принимает на вход именованный bool-параметр ignore\_case, в зависимости от значения которого будут считаться одинаковыми строки в разном регистре. По умолчанию этот параметр равен False.
* При реализации необходимо использовать конструкцию \*\*kwargs.
* Итератор должен поддерживать работу как со списками, так и с генераторами.
* Итератор не должен модифицировать возвращаемые значения.

Пример:

data = [1, 1, 1, 1, 1, 2, 2, 2, 2, 2]

Unique(data) будет последовательно возвращать только 1 и 2.

data = gen\_random(10, 1, 3)

Unique(data) будет последовательно возвращать только 1, 2 и 3.

data = [‘a’, ‘A’, ‘b’, ‘B’, ‘a’, ‘A’, ‘b’, ‘B’]

Unique(data) будет последовательно возвращать только a, A, b, B.

Unique(data, ignore\_case=True) будет последовательно возвращать только a, b.

Шаблон для реализации класса-итератора:

# Итератор для удаления дубликатов

class Unique(object):

def \_\_init\_\_(self, items, \*\*kwargs):

# Нужно реализовать конструктор

# В качестве ключевого аргумента, конструктор должен принимать bool-параметр ignore\_case,

# в зависимости от значения которого будут считаться одинаковыми строки в разном регистре

# Например: ignore\_case = True, Aбв и АБВ - разные строки

# ignore\_case = False, Aбв и АБВ - одинаковые строки, одна из которых удалится

# По-умолчанию ignore\_case = False

pass

def \_\_next\_\_(self):

# Нужно реализовать \_\_next\_\_

pass

def \_\_iter\_\_(self):

return self

**Задача 4 (файл sort.py)**

Дан массив 1, содержащий положительные и отрицательные числа. Необходимо **одной строкой кода** вывести на экран массив 2, которые содержит значения массива 1, отсортированные по модулю в порядке убывания. Сортировку необходимо осуществлять с помощью функции sorted. Пример:

data = [4, -30, 30, 100, -100, 123, 1, 0, -1, -4]

Вывод: [123, 100, -100, -30, 30, 4, -4, 1, -1, 0]

Необходимо решить задачу двумя способами:

1. С использованием lambda-функции.
2. Без использования lambda-функции.

Шаблон реализации:

data = [4, -30, 100, -100, 123, 1, 0, -1, -4]

if \_\_name\_\_ == '\_\_main\_\_':

result = ...

print(result)

result\_with\_lambda = ...

print(result\_with\_lambda)

**Задача 5 (файл print\_result.py)**

Необходимо реализовать декоратор print\_result, который выводит на экран результат выполнения функции.

* Декоратор должен принимать на вход функцию, вызывать её, печатать в консоль имя функции и результат выполнения, после чего возвращать результат выполнения.
* Если функция вернула список (list), то значения элементов списка должны выводиться в столбик.
* Если функция вернула словарь (dict), то ключи и значения должны выводить в столбик через знак равенства.

Шаблон реализации:

# Здесь должна быть реализация декоратора

@print\_result

def test\_1():

return 1

@print\_result

def test\_2():

return 'iu5'

@print\_result

def test\_3():

return {'a': 1, 'b': 2}

@print\_result

def test\_4():

return [1, 2]

if \_\_name\_\_ == '\_\_main\_\_':

print('!!!!!!!!')

test\_1()

test\_2()

test\_3()

test\_4()

Результат выполнения:

test\_1

1

test\_2

iu5

test\_3

a = 1

b = 2

test\_4

1

2

**Задача 6 (файл cm\_timer.py)**

Необходимо написать контекстные менеджеры cm\_timer\_1 и cm\_timer\_2, которые считают время работы блока кода и выводят его на экран. Пример:

with cm\_timer\_1():

sleep(5.5)

После завершения блока кода в консоль должно вывестись time: 5.5 (реальное время может несколько отличаться).

cm\_timer\_1 и cm\_timer\_2 реализуют одинаковую функциональность, но должны быть реализованы двумя различными способами (на основе класса и с использованием библиотеки contextlib).

**Задача 7 (файл process\_data.py)**

* В предыдущих задачах были написаны все требуемые инструменты для работы с данными. Применим их на реальном примере.
* В файле [data\_light.json](https://github.com/ugapanyuk/BKIT_2021/blob/main/notebooks/fp/files/data_light.json) содержится фрагмент списка вакансий.
* Структура данных представляет собой список словарей с множеством полей: название работы, место, уровень зарплаты и т.д.
* Необходимо реализовать 4 функции - f1, f2, f3, f4. Каждая функция вызывается, принимая на вход результат работы предыдущей. За счет декоратора @print\_result печатается результат, а контекстный менеджер cm\_timer\_1 выводит время работы цепочки функций.
* Предполагается, что функции f1, f2, f3 будут реализованы в одну строку. В реализации функции f4 может быть до 3 строк.
* Функция f1 должна вывести отсортированный список профессий без повторений (строки в разном регистре считать равными). Сортировка должна игнорировать регистр. Используйте наработки из предыдущих задач.
* Функция f2 должна фильтровать входной массив и возвращать только те элементы, которые начинаются со слова “программист”. Для фильтрации используйте функцию filter.
* Функция f3 должна модифицировать каждый элемент массива, добавив строку “с опытом Python” (все программисты должны быть знакомы с Python). Пример: Программист C# с опытом Python. Для модификации используйте функцию map.
* Функция f4 должна сгенерировать для каждой специальности зарплату от 100 000 до 200 000 рублей и присоединить её к названию специальности. Пример: Программист C# с опытом Python, зарплата 137287 руб. Используйте zip для обработки пары специальность — зарплата.

Шаблон реализации:

import json

import sys

# Сделаем другие необходимые импорты

path = None

# Необходимо в переменную path сохранить путь к файлу, который был передан при запуске сценария

with open(path) as f:

data = json.load(f)

# Далее необходимо реализовать все функции по заданию, заменив `raise NotImplemented`

# Предполагается, что функции f1, f2, f3 будут реализованы в одну строку

# В реализации функции f4 может быть до 3 строк

@print\_result

def f1(arg):

raise NotImplemented

@print\_result

def f2(arg):

raise NotImplemented

@print\_result

def f3(arg):

raise NotImplemented

@print\_result

def f4(arg):

raise NotImplemented

if \_\_name\_\_ == '\_\_main\_\_':

with cm\_timer\_1():

f4(f3(f2(f1(data))))

Код программы:

Task1:

goods = [  
 {'title': 'Ковер', 'price': 2000, 'color': 'green'},  
 {'title': 'Диван для отдыха', 'price': 5300, 'color': 'black'}  
]  
  
  
def field(items, \*args):  
 assert len(args) > 0  
 for i in items:  
 result = {}  
 for key in args:  
 if key in i and i[key] is not None:  
 result[key] = i[key]  
  
 if len(result) == 1:  
 yield list(result.values())[0]  
 elif len(result) > 1:  
 yield result  
  
  
print(list(field(goods, 'title')))

Результаты:
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Код программы:

Task2:

import random  
  
  
def gen\_random(num\_count, begin, end):  
 for i in range(num\_count):  
 print(random.randint(begin, end))  
  
  
gen\_random(5, 1, 3)

Результаты:

![](data:image/png;base64,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)

Код программы:

Task3:

import random  
  
data1 = [1, 1, 1, 1, 1, 2, 2, 2, 2, 2]  
data2 = ['a', 'A', 'b', 'B', 'a', 'A', 'b', 'B']  
  
  
def gen\_random(num\_count, begin, end):  
 rand = []  
 for i in range(num\_count):  
 rand.append(random.randint(begin, end))  
 for i in rand:  
 print(i)  
  
 return rand  
  
  
class Unique(object):  
 def init(self, items, \*\*kwargs):  
 if isinstance(items, (list, tuple)):  
 self.items = iter(items)  
 else:  
 self.items = items  
 self.ignore\_case = kwargs.get('ignore\_case', False)  
 self.garb = []  
  
 def \_\_iter\_\_(self):  
 return self  
  
 def \_\_next\_\_(self):  
 while True:  
 try:  
 item = next(self.items)  
 except StopIteration:  
 raise StopIteration  
 if self.ignore\_case and isinstance(item, str):  
 word = item.lower()  
 else:  
 word = item  
 if word not in self.garb:  
 self.garb.append(word)  
 return item  
  
  
  
a = Unique(data2)  
it = iter(a)  
for i in it:  
 print(i)  
  
  
a = Unique(data1)  
it = iter(a)  
for i in it:  
 print(i)

Результаты:
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Код программы:

Task4:

data = [4, -30, 30, 100, -100, 123, 1, 0, -1, -4]  
  
print(sorted(data, key=abs, reverse=True))  
print(sorted(data, key=lambda n: abs(n), reverse=True))

Результаты:
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Код программы:

Task5:

def print\_result(func):  
 def wrapper(\*args, \*\*kwargs):  
 a = func(\*args, \*\*kwargs)  
 if isinstance(a, list):  
 for i in a:  
 print(i)  
 elif isinstance(a, dict):  
 for i, j in a.items():  
 print(i, "=", j)  
 else:  
 print(a)  
 return a  
 return wrapper  
  
  
@print\_result  
def test\_1():  
 return 1  
  
  
@print\_result  
def test\_2():  
 return 'iu5'  
  
  
@print\_result  
def test\_3():  
 return {'a': 1, 'b': 2}  
  
  
@print\_result  
def test\_4():  
 return [1, 2]  
  
  
print('!!!!!!!!')  
test\_1()  
test\_2()  
test\_3()  
test\_4()

Результаты:
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Код программы:

Task6:

import time  
  
  
class cm\_timer\_1:  
 def \_\_enter\_\_(self):  
 self.start\_time = time.time()  
 return self  
  
 def \_\_exit\_\_(self, type, value, traceback):  
 self.end\_time = time.time() - self.start\_time  
 print('time:', self.end\_time)  
  
  
with cm\_timer\_1():  
 time.sleep(5.5)  
  
  
from contextlib import contextmanager  
  
  
@contextmanager  
def cm\_timer\_2():  
 start\_time = time.time()  
 yield  
 execution\_time = time.time() - start\_time  
 print(execution\_time)  
  
  
with cm\_timer\_2():  
 time.sleep(5.5)

Результаты:

![](data:image/png;base64,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)

Код программы:

Task7:

import json  
import time  
  
  
class cm\_timer\_1:  
 def \_\_enter\_\_(self):  
 self.start\_time = time.time()  
 return self  
  
 def \_\_exit\_\_(self, type, value, traceback):  
 self.end\_time = time.time() - self.start\_time  
 print('time:', self.end\_time)  
  
  
def field(items, \*args):  
 # assert len(args) > 0  
 for i in items:  
 result = {}  
 for key in args:  
 if key in i and i[key] is not None:  
 result[key] = i[key]  
  
 if len(result) == 1:  
 yield list(result.values())[0]  
 elif len(result) > 1:  
 yield result  
  
  
import random  
  
  
def gen\_random(num\_count, begin, end):  
 rand = []  
 for i in range(num\_count):  
 rand.append(random.randint(begin, end))  
 return rand  
  
  
def print\_result(func):  
 def wrapper(\*args, \*\*kwargs):  
 a = func(\*args, \*\*kwargs)  
 if isinstance(a, list):  
 for i in a:  
 print(i)  
 elif isinstance(a, dict):  
 for i, j in a.items():  
 print(i, "=", j)  
 else:  
 print(a)  
 return a  
 return wrapper  
  
  
class Unique(object):  
 def \_\_init\_\_(self, items, \*\*kwargs):  
 if isinstance(items, (list, tuple)):  
 self.items = iter(items)  
 else:  
 self.items = items  
 self.ignore\_case = kwargs.get('ignore\_case', False)  
 self.garb = []  
  
 def \_\_iter\_\_(self):  
 return self  
  
 def \_\_next\_\_(self):  
 while True:  
 try:  
 item = next(self.items)  
 except StopIteration:  
 raise StopIteration  
 if self.ignore\_case and isinstance(item, str):  
 word = item.lower()  
 else:  
 word = item  
 if word not in self.garb:  
 self.garb.append(word)  
 return item  
  
  
  
  
  
  
  
  
  
  
  
  
  
  
  
  
  
  
  
path = "job.json"  
  
  
@print\_result  
def f1(arg):  
  
 print(list(Unique(field(arg, "job-name"))))  
 return list(Unique(field(arg, "job-name")))  
  
  
@print\_result  
def f2(arg):  
 return list(filter(lambda x: x.startswith("Программист"), arg))  
  
  
@print\_result  
def f3(arg):  
 return list(map(lambda s: f"{s} с опытом Python", arg))  
  
  
@print\_result  
def f4(arg):  
 sp = []  
 salaries = gen\_random(len(arg), 100000, 200000)  
 for profession, salary in zip(arg, salaries):  
 sp.append([profession, "salary", salary, 'rub'])  
 return sp  
  
  
# with open(path) as f:  
# dat = json.load(f)  
  
import io  
  
with io.open(path, encoding='utf-8') as f:  
 dat = json.load(f)  
  
with cm\_timer\_1():  
 f4(f3(f2(f1(dat))))

Результаты:

В папке Lab4